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**ASSIGNMENT 4**

**E Naveen**

**ME16B077**

**9.1**

**R Code:**

# Set of values of pi for Monte-Carlo Simulation  
pi\_values = seq(from = 0.1, to = 0.9, by = 0.1)  
  
# Initialize a few required variables with zeros  
bias\_f = numeric(length = length(pi\_values))  
bias\_b = numeric(length = length(pi\_values))  
variance\_f = numeric(length = length(pi\_values))  
variance\_b = numeric(length = length(pi\_values))  
MS\_f\_1 = numeric(length = length(pi\_values))  
MS\_b\_1 = numeric(length = length(pi\_values))  
MS\_f\_2 = numeric(length = length(pi\_values))  
MS\_b\_2 = numeric(length = length(pi\_values))  
  
# Iterate over the different values of pi  
for (pi\_index in 1:length(pi\_values)) {  
   
 # Initialize a few required variables with zeros  
 pi\_f = numeric(length = 5000)  
 pi\_b = numeric(length = 5000)  
 square\_dist\_f = numeric(length = 5000)  
 square\_dist\_b = numeric(length = 5000)  
   
 # (i)  
 # Iterate over 5000 instances for Monte-Carlo Simulations  
 for (N in 1:5000) {  
 # Generate uniform random varible from 0 to 1.  
 pi\_montecarlo = runif(10, 0, 1)  
 # y is the count of r.v.'s out of 10 from above that are less than  
 # the pi value.  
 y = sum(pi\_montecarlo < pi\_values[pi\_index])  
 n = 10  
 # Store the Frequentist and Bayesian estimates for Pi.  
 # (ii)  
 pi\_f[N] = (y)/(n)  
 # (iii)  
 pi\_b[N] = (y+1)/(n+2)  
 # Calculate squared errors of estimates from actual value.  
 square\_dist\_f[N] = (pi\_f[N] - pi\_values[pi\_index])\*\*2  
 square\_dist\_b[N] = (pi\_b[N] - pi\_values[pi\_index])\*\*2  
 }  
   
 # Find Bias and Variance of sample distribution.  
 # (iv)  
 bias\_f[pi\_index] = mean(pi\_f) - pi\_values[pi\_index]  
 bias\_b[pi\_index] = mean(pi\_b) - pi\_values[pi\_index]  
 # (v)  
 variance\_f[pi\_index] = var(pi\_f)  
 variance\_b[pi\_index] = var(pi\_b)  
 # (vi)  
 # Find Mean squared Error using Bias and Variance.  
 MS\_f\_1[pi\_index] = (bias\_f[pi\_index]\*\*2) + (variance\_f[pi\_index])  
 MS\_b\_1[pi\_index] = (bias\_b[pi\_index]\*\*2) + (variance\_b[pi\_index])  
 # Find Mean Squared Error by taking average of squared errors.  
 MS\_f\_2[pi\_index] = mean(square\_dist\_f)  
 MS\_b\_2[pi\_index] = mean(square\_dist\_b)  
   
}  
  
# Print the Mean squared error calculated by the two methods to check they are same.  
cat('Frequentist \n','First Method', MS\_f\_1,'\nSecond Method', MS\_f\_2)

**## Frequentist   
## First Method** 0.009073815 0.01553711 0.02138228 0.02376475 0.02461492 0.02406081 0.02107821 0.01574315 0.009191838   
**## Second Method** 0.009072 0.015534 0.021378 0.02376 0.02461 0.024056 0.021074 0.01574 0.00919

cat('Bayesian \n','First Method', MS\_b\_1,'\nSecond Method', MS\_b\_2)

**## Bayesian   
## First Method** 0.01068348 0.01316132 0.01601214 0.01677108 0.01709369 0.01693779 0.01564098 0.01378607 0.01071878   
**## Second Method** 0.01068222 0.01315917 0.01600917 0.01676778 0.01709028 0.01693444 0.01563806 0.01378389 0.0107175

* The mean squared of the estimator produce the same result when done using either bias and variance (or) mean of squared error as seen in the output printed above.
* The small changes in values are purely due to the numerical approximation done by the computer.

**(b)**

**R Code:**

# Plot Biases of the two estimators versus pi  
plot(pi\_values, bias\_b, type='b', col = 'red', main = 'Bias of estimators vs. pi',  
 xlab = 'Pi', ylab = 'Bias')  
lines(pi\_values, bias\_f, type='b', col='blue', lty=2)  
legend(x= "topright", legend=c("bayesian","frequentist"),  
 col=c("red", "blue"), lty=1:2, cex=0.8)
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1. By observation we can see that Frequentist estimator is Unbiased owing to values of Bias close to 0.
2. On the other hand, the Bayesian estimate is Biased and we see a downwards trend with . This is in accordance to the theory that we studied earlier.

**(c)**

**R Code:**

# Plot mean squared errors of the two estimators versus pi  
plot(pi\_values, MS\_f\_1, type='b', col = 'red', main = 'Mean squared errors vs. pi',  
 xlab = 'Pi', ylab = 'Mean Squared Error')  
lines(pi\_values, MS\_b\_1, type='b', col='blue', lty=2)  
legend(x= "topright", legend=c("frequentist","bayesian"),  
 col=c("red", "blue"), lty=1:2, cex=0.8)
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1. The Graph plotted above does resemble the one (Fig 9.2) from the textbook.
2. When takes on values in the range the Bayesian estimator have smaller mean squared error than that of Frequentist estimator.

**10.2**

Jeffrey’s prior for Poisson parameter is given by,

We know any gamma distribution is given by,

Comparing the above two we have, and . Hence will give this prior.

**R Code:**

# Import the necessary library  
library('Bolstad')

##   
## Attaching package: 'Bolstad'

## The following objects are masked from 'package:stats':  
##   
## IQR, sd, var

# Store the observation (data) in y  
y = c(3,4,3,0,1)  
  
# (b)  
# Use posgamp command to find posterior for the given prior distribution  
result = poisgamp(y, 1/2, 0)

## Summary statistics for data  
## ---------------------------  
## Number of observations: 5   
## Sum of observations: 11   
##   
## Summary statistics for posterior  
## --------------------------------  
## Shape parameter (r): 11.5   
## Rate parameter (v): 5   
## 95% credible interval for mu: [1.17, 3.81]
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plot(result$mu, result$posterior, type='l', main = 'Posterior Distribution',  
 xlab = 'mu', ylab = 'pdf')
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**R Code:**

# (c)  
# Calculate Mean and Median  
E\_posterior = sintegral(result$mu, result$mu\*result$posterior, n.pts = length(result$mu))  
median\_posterior = result$mu[which.max(result$posterior)]  
# Print Mean and Median  
cat('Posterior\nMean =', E\_posterior$value, '\nMedian =', median\_posterior)

## Posterior  
## Mean = 2.299401   
## Median = 2.100347

* Posterior Mean = 2.299401
* Posterior Median = 2.100347

**R Code:**

# (d)  
# Find 95% Bayesian credible interval using 'which.max' function  
cdf\_1 = sintegral(result$mu, result$posterior, n.pts = length(result$mu))  
cdf = cdf\_1$cdf  
lower\_bound = cdf$x[with(cdf,which.max(x[y<=0.025]))]  
upper\_bound = cdf$x[with(cdf,which.max(x[y<=0.975]))]  
cat(paste("Approximate 95% Bayesian credible interval using 'which.max' function: \n[", round(lower\_bound, 4),  
 " ", round(upper\_bound, 4), "]\n", sep = ""))

**## Approximate 95% Bayesian credible interval using 'which.max' function:   
## [1.1603 3.8002]**

# Find 95% Bayesian credible interval using 'approxfun' function  
Finv = approxfun(cdf$y,cdf$x)  
lower\_bound = Finv(c(0.025))  
upper\_bound = Finv(c(0.975))  
cat(paste("Approximate 95% Bayesian credible interval using 'approxfun' function: \n[", round(lower\_bound, 4),  
 " ", round(upper\_bound, 4), "]\n", sep = ""))

**## Approximate 95% Bayesian credible interval using 'approxfun' function:   
## [1.166 3.8047]**

* 95% Bayesian Credible interval = [1.166 3.8047]

**10.6**

**(a)**

**R Code:**

# Import the necessary library  
library('Bolstad')

##   
## Attaching package: 'Bolstad'

## The following objects are masked from 'package:stats':  
##   
## IQR, sd, var

# Store the observation (data) in y  
# NOTE: This time we'll be taking 10 observations as mentioned in Q)10.6  
y = c(3,4,3,0,1,1,2,3,3,6)  
  
mu\_values = seq(from = 0, to = 8, by=0.0001)  
  
mu\_prior = rep(0,length(mu\_values))  
mu\_prior[mu\_values<=2] = mu\_values[mu\_values<=2]  
mu\_prior[mu\_values>2 & mu\_values<=4] = 2  
mu\_prior[mu\_values>4 & mu\_values<=8] = 6 - mu\_values[mu\_values>4 & mu\_values<=8]/2  
mu\_prior[mu\_values>8] = 0  
  
plot(mu\_values,mu\_prior, type='l')

![](data:image/png;base64,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)

# (a)  
# Use posgcp command to find posterior for the given prior distribution  
result = poisgcp(y = y, density = "user", mu = mu\_values, mu.prior = mu\_prior)

## Summary statistics for data  
## ---------------------------  
## Number of observations: 10   
## Sum of observations: 26
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plot(result$mu, result$posterior, type='l', main = 'Posterior Distribution',  
 xlab = 'mu', ylab = 'pdf')
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**(b)**

# (b)  
# Calculate Mean, Median and Standard deviation  
E\_posterior = sintegral(result$mu, result$mu\*result$posterior, n.pts = length(result$mu))  
median\_posterior = result$mu[which.max(result$posterior)]  
# Print Mean and Median  
cat('Posterior\nMean =', E\_posterior$value, '\nMedian =', median\_posterior)

## Posterior  
## Mean = 2.724635   
## Median = 2.6

variance = sintegral(result$mu, ((result$mu-E\_posterior$value)^2)\*result$posterior, n.pts = length(result$mu))  
# Print Standard Deviation  
cat('\nStandard Deviation =', variance$value^0.5)

##   
## Standard Deviation = 0.5369072

* Posterior Mean = 2.724635
* Posterior Median = 2.6
* Posterior Standard Deviation = 0.5369072

**(c)**

# (c)  
# Find 95% Bayesian credible interval using 'approxfun' function  
cdf\_1 = sintegral(result$mu, result$posterior, n.pts = length(result$mu))  
cdf = cdf\_1$cdf  
Finv = approxfun(cdf$y,cdf$x)  
lower\_bound = Finv(c(0.025))  
upper\_bound = Finv(c(0.975))  
cat(paste("Approximate 95% Bayesian credible interval using 'approxfun' function: \n[", round(lower\_bound, 4),  
 " ", round(upper\_bound, 4), "]\n", sep = ""))

## Approximate 95% Bayesian credible interval using 'approxfun' function:   
## [1.8114 3.975]

* 95% Bayesian Credible interval = [1.8114 3.975]